Ordinary fractional differential equations to show results of oscillations, using the graphical and numerical approximation in the Julia programming language
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Abstract
The present study developed at a documentary and explanatory level, which aims to assume through an illustrative approach in the Julia programming language, the representation of oscillating results in solutions of fractional ordinary differential equations, among these topics the solutions stand out in: Systems of differential equations equations, differential equations of partial fractions and the differential equations of fractional lags. In this sense, this scientific article assumes the recent foundations in this field and serves as foundations for future research contributions.
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1. Introduction
Integer order differential equations have been used very frequently for a long time to describe phenomena or events of everyday life by implementing the theory of classical differential calculus. However,
there are innumerable extremely complex situations in which this reality cannot be adjusted in terms of an entire order, but should be fractional to incorporate and take into account certain important characteristics. Addressing this gap by using fractional order in differential equations provides a better description and interpretation when constructing these models through the use of fractional calculus (Jarad, et al., 2017).

However, the growth of fractional calculus has stagnated due to insufficient interpretation and geometric results. In addition, inadequate physical interpretations of fractional derivatives are presented. (Jarad, et al., 2017) This is where the vertiginous advance in technology and high-speed computers comes in, which have encouraged researchers and developers of programming languages to value the implicit importance of using this derivative with absolute technical-computational precision to power. Create and apply a fractional differential operator specific to a real-life situation.

Even fractional calculus has become a popular topic in virtually every branch of science and engineering. In fact, it has expanded rapidly due to the non-local character of fractional operators. As a result, fractional calculus and its multiple applications have aroused the interest of many researchers (Kilbas, et al., 2006; Podlubny, 1999).

For certain specific reasons, at the global level most real-life phenomena do not exhibit linear behavior. Therefore, it is possible to understand the nonlinear phenomenon of the real model through the resolution of this type of fractional differential equations both linear and non-linear. However, nonlinearity represents a qualitative property of differential equations that can be used to create or eliminate oscillation. Torsion oscillations, cardiac oscillations, sinusoidal oscillations and harmonic oscillations are all examples of practical applications of the theory of oscillation of differential equations. (Grace & Tunç, 2018)

In view of the fact that there are considerable academic contributions in systematic developments of oscillation and non-oscillation in solutions of differential equations of integer order. It is of notable interest the approach in the theory of fractional calculus, concerning oscillation as a graphic solution for fractional differential equations, which has been investigated during the last twenty years. A characteristic example is represented by the study of oscillation in the graphical solution of nonlinear fractional differential equations developed by (Grace & Tunç, 2018), these academics initiated and pioneered this topic. Therefore, in this line of research, various topics have been developed and supported with remarkable results.

This scientific article assumes the recent contributions in solving fractional differential equations and in the field of visualization in the graphic oscillations it represents; as well as, provide researchers with insight into the use of the programming language to facilitate such work.
The results of this research are based on the use of two contributions from the programming community around two libraries (FractionalDiffEq.jl and DifferentialEquations.jl) of the Julia programming language, which are an essential basis for solving differential equations with different fractional operators.

2. Materials and Methods

This scientific article has been developed through the evolutionary methodology of mathematical models related to fractional differential equations, their application in the field of science and the computational-technological environment. Therefore, the methodical bibliographic selection was implemented with the exhaustive review of articles that support the present line of research on the systems of fractional differential equations, differential equations of partial fractions and differential equations of fractional delays. Con\(\frac{\text{rational calculus theories related to fractional derivatives. By virtue of this, scientific databases were consulted through the use of meta-analyses from reliable sources; such as: Scopus, Springer, Elsevier, and MDPI (mathematics), online mathematical books, to then organize and synthesize the information obtained, in order to illustrate the reliability in the implementation of algorithms arranged in libraries or packages (FractionalDiffEq.jl and DifferentialEquations.jl) which have been the contributions of the programming community in the Julia language environment.}}\)

3. Implementation of EDF in the Julia programming language

The Julia programming language has received remarkable recognition for being a dynamic numerical software for mathematical and technical issues, which has been fundamentally optimal in the execution of algorithms, as performed by programs such as MATLAB, R and Python; which has recently achieved computational relevance within the scientific community and more in the mathematical field. (Lopez, 2019)

Thus, Julia is a homoiconic, cross-platform, multiparadigm programming language of high-level, high-performance dynamic typing for generic, technical, and scientific computing, with a syntax similar to that of other similar computing environments. (Lopez, 2018)

In addition, this language has an advanced compiler (JIT), mechanisms for parallel and distributed execution, as well as an extensive library of mathematical functions. Additionally, the community of contributors and developers between the Python and Julia communities contribute to the creation and distribution of external packages through Julia's integrated package manager at an accelerated pace. (Julia, 2022)
Regarding the handling of fractional differential equations, the developer community presents extensive libraries, such as: FractionalDiffEq.jl and DifferentialEquations.jl; which facilitates problem solvers associated with EDF. In addition, due to its dynamic nature, it presents a range of alternatives in problem solvers with absolute performance and ability to solve the different types of fractional differential equations.

For this scientific article, the installation in Julia of FractionalDiffEq.jl is developed, using the Julia package manager, as shown in the following figure:

**Figure 1: The installation procedure for the FractionalDiffEq.jl package.**

```
pkg> add FractionalDiffEq
```

Once the installation is executed, we proceed to the empirical illustration of situations related to the approach of ordinary differential equations (EDF).

### 3.1. Ordinary fractional differential equations (FDE)

The first situation in which an initial value ordinary EDF problem is addressed is considered:

\[
D^{1.8}y(x) = 1 - y \\
y(0) = 0
\]

Where in this section to implement the FractionalDiffEq.jl library in Julia, to solve the previous problem:

**Figure 2: Iterative procedure to resolve ordinary EDF of initial value.**

```julia
using FractionalDiffEq, Plots
fun(u, p, t) = 1 - u
u0 = 0; tspan = (0, 20); h = 0.001;
prob = SingleTermFODEProblem(fun, 1.8, u0, tspan)
sol = solve(prob, h, PECE())
plot(sol)
```

Where the numerical solution of the ordinary EDF with initial value can be represented graphically, plotting the numerical and analytical solution (See Figure 3). This solution uses a PECE lgorithm, which refers to Predict-Evaluate-Correct-Evaluate.(Diethelm, et al., 2002)
Figure 3: Ordinary EDF oscillatory representation of initial value.

When considering a more complex problem of ordinary EDF with initial value, such as:

\[
y''(t) + \frac{1}{16} C_t^{2.5} y(t) + \frac{4}{5} y'(t) + \frac{3}{2} y(t) + \frac{1}{25} C_t^{0.5} y(t) + \frac{6}{5} y(t)
\]

\[
= \frac{172}{125} \cos\left(\frac{4t}{5}\right)
\]

\[
y(0) = 0, y'(0) = 0, y(0) = 0
\]

In what systematizes the procedure in this section to implement from the FractionalDiffEq.jl library in Julia, to solve the previous problem:

Figure 4: Iterative procedure for solving a complex ordinary EDF of initial value.

The numerical solution of the ordinary EDF complex with initial value can be represented graphically, plotting the numerical and analytical solution (See Figure 5). This solution uses the PIEX algorithm (Garrappa, 2018).
Figure 5: Oscillatory representation of an ordinary EDF complex with initial value.

3.2. System of Fractional Differential Equations

In this section, a mathematical equation is used that models dynamical systems such as the chaotic Chua system and that are to be used for the purpose of proof or illustration as an empirical solution based on the Julia programming language. This language presents facilities in the use of libraries in mathematical functions (FractionalDiffEq.jl and DifferentialEquations.jl); being these robust tools based on external packages included in the package manager integrated into Julia by developers and have to be used to solve systems of fractional differential equations.

Therefore, the chaotic Chua system is considered:

\[
\begin{align*}
D^\alpha_1 x &= 10.725[y - 1.7802x - 0.1927(|x + 1| - |x - 1|)] \\
D^\alpha_2 y &= x - y + z \\
D^\alpha_3 z &= -10.593y - 0.268z
\end{align*}
\]

Where are state variables and \(x,y,z\) numeric values are system parameters. (Kiseleva, et al., 2017)

The following nonlinear algorithm (NonLinearAlg) is used in the system of nonlinear fractional differential equations, of this form (Dingyu, 2018) offers numerical and graphic results or of the chaotic system of Chua, by means of the following line of commands:
Figure 6: Iterative procedure for chaotic Chua EDF system.

```plaintext
using FractionalDiffEq, Plots

function chual(du, x, p, t)
    a, b, c, m0, m1 = p
    du[1] = a*(x[2]*x[1]) - (m1*x[1]) + 0.5*(m0-m1)*(abs(x[1]+1) - abs(x[1]-1))
end

α = [0.93, 0.99, 0.92];
β0 = [0.2; -0.1; 0.1];
h = 0.01; tspan = (0, 100);
p = [10.725, 10.593, 0.268, -1.1726, -0.7872]
prob = FDESystem(chual, α, β0, tspan, p)

sol = solve(prob, h, NonLinearAlg())
plot(sol, vars=(1, 2), title="Chua System", legend=:bottomright)
```

The graphic representation is reflected as follows:

Figure 7: Oscillatory representation of EDF’s chaotic Chua system.

3.3. Partial fractional differential equations (PDEs)

The following empirical illustration using the FractionalDiffEq.jl library tends to provide robust algorithms for solving partial fractional differential equations. The following diffusion equation is taken into consideration:(Podlubny, et al., 2009)

\[
\frac{\partial^\alpha y}{\partial t^\alpha} - \frac{\partial^\beta y}{\partial |x|^\beta} = f(x, t)
\]

Assuming the following initial and boundary conditions:

\[y(0, t) = 0, \quad y(1, t) = 0, \quad y(x, 0) = 0\]
In this interest at this point, it should be to reflect the numerical approximation to the solution of the previous EDFP (See Figure 8). Using the explicit Caputo discretization method to solve the diffusion equations. (Murillo & Yuste, 2011)

**Figure 8: Numerical representation of the EDFP.**

### 3.4. Fractional delay differential equations (FREDs)

In practice, notable developments have emerged that have contributed to various and effective robust solvers to solve fractional delay differential equations. At this point, when considering the following logistic model of populations, introduced by Verhulst. Assuming in this model a variation introduced by $\mu$, which proposes that the reproductive rate is reached in units with respect to the state defined by $y$, that is, the structure of the fractional delay differential equation that describes this system is presented below, assuming values to the parameters that are characteristic: (Murray, 2002; Dreyer, 1993)(Hutchinson, 1958)

$$1 - \frac{N}{K\tau} > 0$$

$$D_t^\alpha y(t) = 3.5 y(t) \left(1 - \frac{y(t - 0.74)}{19}\right)$$

$$y(0) = 19.00001$$

With history function:
\[ y(t) = 19, t < 0 \]

The DelayPECE() method, delayed predictor-corrector is used to solve the problem of the delayed fractional differential equation in the sense of Caputo. Capable of solving both single-term EDRF and multiple EDRFs, (Wang, 2013; Abdelmalek & Douaifia, 2019) so variable delays in time are supported. Of course, the following command line is used to solve numerically and graphically the system corresponding to the EDRF.

Figure 9: Iterative procedure for EDRF.

```matlab
using FractionalDiffEq, Plots
ϕ(x) = x ⋄ 0 ? (return 19.00001) : (return 19.0)
f(τ, y, ϕ) = 3.5*y^((1-ϕ)/19)
h = 0.65; α = 0.97; τ = 0.8; T = 56
fddenprob = FDDEProblem(f, ϕ, α, τ, T)
y, y = solve(fddenprob, h, DelayPECE())
plot(y, y, xlabel="y(t)"), ylabel="y(t-t)"
```

The graphic representation is reflected as follows:

Figure 10: Oscillatory representation of the EDRF system.

3.5. Lyapunov Characteristic Exponents in the System of Fractional Order Differential Equations

The so-called chaotic dynamical systems are often associated with systems that are very sensitive to variations in initial conditions. By virtue of the fact that the Lyapunov Characteristic Exponents (LCE) has been the tool that allows quantifying the speed at which two orbits separate with infinitely close initial conditions. Therefore, they are often used as indicators of the presence of chaos.

A dynamical system is considered to be stable (in the Lyapunov sense) if for every small one, there exists \( \varepsilon > 0 \) such that every solution...
with initial conditions at a distance less than \( \delta \), remains within the distance \( \delta \), for any \( \tau \). Note that this definition depends on the distance function used: \( f(t)\delta\|f(t_0) - f_e(t_0)\| < \delta \epsilon\|f(t) - f_e(t)\| < \epsilon t \geq t_0 \)

All this theory is immersed in the study of the stability of the solutions of differential equations and trajectories of dynamical systems under perturbations of the initial conditions. Consequently, the stability theory allows to see the convergence of the error, which translates into satisfactory synchronization. Stability can be studied under different approaches. Next, we consider the assumptions in linear stability theory and Lyapunov stability theory that are relevant to this scientific article under iterative procedures in the Julia programming language. Therefore, the FractionalDiffEq.jl library is used, which allows generating exponents of Lyapunov of a fractional order system, such consideration is made based on the Rabinovich-Fabrikant System, which is raised below: (Kumar, et al., 2019)

\[
\begin{align*}
D^{\alpha_1}x &= y(z - 1 + z^2) + \gamma x \\
D^{\alpha_2}y &= x(3z + 1 - x^2) + \gamma y \\
D^{\alpha_3}z &= -2z(\alpha + xy)
\end{align*}
\]

Figure 11: Iterative procedure for Lyapunov exponents of the fractional order system.

```
julia> LE, tspan = FOLyapunov(RF, 0.98, 0, 0.02, 300, [0.1; 0.1; 0.1], 0.005, 1000)
```

The graphic representation is reflected as follows:

Figure 12: Oscillatory representation of the fractional order LCE system.
4. Conclusions

Fractional calculus approached through a programming language such as Julia, provides an appropriate mathematical instrumentation to describe memory-dependent phenomena and the intermediate process, which has increasingly penetrated various areas of science and engineering. In particular the problems of diffusion associated with contaminants, and those of viscoelastic materials are better approximated with a fractional model. From this perspective, numerical and graphical solutions are obtained through the packages FractionalDiffEq.jl and DifferentialEquations.jl. So, these solutions in terms of fractional ordinary differential equations, were obtained by implementing the PECE-Predict-Evaluate-Correct-Evaluate Algorithm and in more complex cases of numerical solution the PIEX algorithm tends to be used. As for the systems of fractional differential equations (Diethelm, et al., 2002) (Garrappa, 2018), it has evaluated the chaotic system of Chua by employing the nonlinear algorithm (NonLinearAlg) to solve numerically and graphically the system of chaotic nonlinear fractional differential equations. Then, the differential equations of (Dingyu, 2018) partial fractions are shown, in which the illustration has been taken into consideration by the diffusion equation, which was addressed by the method of discretization of Caputo explicit to solve the diffusion equations. And to conclude, the differential equations of fractional delays, the logistic model of population growth has been considered, using the delayed predictor-corrector method to solve the problem of the delayed fractional differential equation in the sense of Caputo (Wang, 2013; Abdelmalek & Douaifia, 2019). (Podlubny, et al., 2009) (Murillo & Yuste, 2011) Using Caputo’s fractional derivative operator tends to offer more advantages when working with problems of fractional differential equations with initial value and is actively used to model complex systems and processes with memory that have different time scales. In short, these methods can be used to obtain approximate numerical solutions (Luchko, 2022) and graphical oscillations of fractional differential equations in different typologies through simple programming in the Julia language.
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